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Breaking with many established assumptions about how innovation ought to work, open source software projects offer eye-opening examples of novel innovation practices for students and practitioners in many fields. In this article we briefly review existing research on the open source phenomenon and discuss the utility of open source software research findings for many other fields. We categorize the research into three areas: motivations of open source software contributors; governance, organization, and the process of innovation in open source software projects; and competitive dynamics enforced by open source software. We introduce the articles in this special issue of Management Science on open source software, and show how each contributes insights to one or more of these areas.
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1. Introduction

Every once in a while, an example comes along that shows important new possibilities so clearly that the world changes for some or all of us. Consider the discovery that life flourishes near deep-sea volcanic vents: Who knew life could exist and even prosper under environmental conditions previously "known" to be so prohibitively hostile? But, once the example had been seen and understood, what a wonderful opening up of new insights and possibilities for life scientists!

Open source software projects represent the same sort of eye-opening example for students and practitioners in many fields. Who would ever have imagined that innovation could flourish under conditions like those? But once we truly see and begin to understand the phenomenon, what a tremendous source of new insights and possibilities for us all! Now many are excitedly exploring the functioning of open source software projects, while others are seeking to extend lessons learned to other areas of innovation.

Open source software is a public good: It's use is nonrival, and it involves a copyright-based license to keep private intellectual property claims out of the way of both software innovators and software adopters—while at the same time preserving a commons of software code that everyone can access (O'Mahony 2003). Open source software is typically created within open source software projects, often initiated by an individual or a group that wants to develop a software product to meet their own needs. Today, a large number of such projects exist and they produce code for many different purposes (one large host of development activity, SourceForge.net, lists in excess of 110,000 projects, in areas ranging from operating system software to software games).

Prior to the emergence and clear success of open source software projects, it was assumed that a requirement to contribute one's innovation to a commons would lead inevitably to the destruction of incentives to innovate, due to free-riding by others on the product of the innovator's labor (e.g., Dam 1995, Granstrand 1999). But once we begin to understand how the open source example functions, the entire fabric of assumptions buttressing the necessity of intellectual property protection regimes, with their well-known negative side effects on the freedom to innovate and adopt (e.g., Heller and Eisenberg 1998), can be examined with fresh eyes (e.g., von Hippel and von Krogh 2003).

Open source software development communities consist of people who contribute to the public good of open source software by writing code for the project. These people conduct their business using a few commonly shared coding languages, such as C++ and Java. Contributors also have access to computing equipment operating on a common standard and they can distribute their creations widely and essentially without cost via the Internet. The result is that anyone and everyone can immediately obtain, test, and observe the value of freely revealed new software code for themselves. These favorable factors
make it possible for us to observe the effects of really widespread, cost-free diffusion of, and peer-to-peer interaction regarding, innovation-related information. What we see is a rapid sharing and collaborative improvement of what is offered within self-forming, open access communities that share a common language.

Open source software development communities centrally involve innovating software users (von Hippel 2001, Kuan 2002, Lakhani and von Hippel 2003, Gacek and Arief 2004). User-innovators benefit from their own expected use of an innovation. In general, no one has to pay them to innovate, and users don’t have to make investments that can only be recouped if others adopt what they have developed (von Hippel 1998). Who knew that users would have sufficient incentive to innovate, given their relatively limited returns from in-house use? Surely manufacturers, spurred by the prospect of profiting from an entire market, inevitably dominate the innovation scene? But in open source software projects we see that users are indeed major innovation contributors. Spurred by this example, we can rethink underlying assumptions about innovation. We then discover countervailing advantages available to user-innovators that can offset the manufacturers’ advantages of potential market scale: better information on emerging needs, and a certain, even though sometimes small, internal market for what they develop.

Open source software projects have created an institutional alternative to firm-based innovation (Tuomi 2003, Ulhoi 2004). Open source software projects are based on voluntary contributions and involve only very tight coordination activities by a central project team (Asklund and Bendix 2002, Kogut and Metiu 2001). Generally, beyond mailing lists and versioning software (e.g., concurrent versions system (CVS)), no roadmaps or milestones or other coordination devices, customarily regarded as mandatory to prevent product development projects from falling into chaos, may be sought or offered. But, as Galileo is said to have murmured after officially recanting his statement that the earth moves around the sun: “And yet it moves!” What is going on here? Once the successful countexample to conventional wisdom regarding the organization of innovation is seen in open source software projects, our minds are opened to ask exciting new questions, and we will then find exciting new answers.

Research on open source software is helping to define an entirely new model of innovation of relevance to many fields beyond open source software.

This model helps us understand how private needs and wants can create public good innovations of major importance to the society and the economy. The necessary conditions for this form of innovation include the proper mix of user-oriented incentives, a community that creates and keeps innovations in the commons, low-cost project coordination mechanisms, and negligible out-of-pocket expenses in diffusing the innovation. These conditions could apply beyond software development, and we are currently witnessing other fields, ranging from cultural products (e.g., Jeppesen and Frediksen 2006) to the biomedical and life sciences (e.g., Duyk 2003), exploring the impact of an open source model. Indeed, open source software research promises to offer insights of great relevance to these efforts.

In the remainder of this introductory article we briefly outline a framework for organizing the research on open source software, and introduce the articles in the special issue along three topical areas: motivation of contributors to open source software; the governance, organization, and process of innovation in open source software projects; as well as the influence of open source software on competitive dynamics. We conclude the article and express our gratitude to all who contributed to this special issue. Next, we turn to a framework for organizing open source software research.

2. Research on Open Source Software

Since the turn of the century, a very impressive body of research on open source software has emerged based in different academic disciplines and drawing on a variety of methodological approaches. In earlier work, we proposed a framework for organizing this research in three areas: motivations of contributors, innovation process, and competitive dynamics. In each area, the open source software phenomenon posed fundamental puzzles that called for both extended or entirely new theory and novel empirical research. In the call for papers for this special issue, we encouraged very broad contributions from scholars working in diverse fields, and we placed few restrictions on the theoretical perspectives and methods used. The primary interest was to shed extensive light on the phenomenon and thereby help take theory and research one step further. The submissions advanced our understanding of open source software contributors’ motives and competitive dynamics, and interestingly, expanded the work on innovation processes to include governance and organizational issues. In what follows, we briefly review existing research in the three areas of this research framework, and show how the articles in the special issue contribute to the current state of knowledge about the open source software phenomenon. Table 1 summarizes the contents of this section.

---

1See also Dalle and Julien (2003) for some of the challenges the open source software movement faces creating institutional alternatives.
Table 1  Research on Open Source Software and the Special Issue Contributions

<table>
<thead>
<tr>
<th>Motivations for contributions</th>
<th>Research focus (examples)</th>
<th>Special issue article and its contributions</th>
</tr>
</thead>
<tbody>
<tr>
<td>Some prior contributions</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Bergquist and Ljungberg (2001)</td>
<td>• Individual incentives</td>
<td>Roberts et al.</td>
</tr>
<tr>
<td>Dalle and David (2003)</td>
<td>• Impact of firms’ participation on individual motives</td>
<td>• Characteristics of individual motives</td>
</tr>
<tr>
<td>Franke and von Hippel (2003)</td>
<td>• Impact of community participation on individual motives</td>
<td>• The motives of firm’s employees engaged in open source software development</td>
</tr>
<tr>
<td>Ghosh et al. (2002)</td>
<td>• Relationship between incentives and technical design</td>
<td>• Relationship between intrinsic and extrinsic motivation in producing a contribution to an open source software project</td>
</tr>
<tr>
<td>Hann et al. (2006)</td>
<td></td>
<td>Bagozzi and Dholakia</td>
</tr>
<tr>
<td>Hars and Ou (2002)</td>
<td></td>
<td>• Psychological and social factors explaining engagement in open source software user groups (Linux user groups)</td>
</tr>
<tr>
<td>Hertel et al. (2003)</td>
<td></td>
<td>• Motivation to conduct mundane work in an open source software project</td>
</tr>
<tr>
<td>Lakhani and von Hippel (2003)</td>
<td></td>
<td>Baldwin and Clark</td>
</tr>
<tr>
<td>Lakhani et al. (2002)</td>
<td></td>
<td>• Incentives for developers to join and contribute to a modular open source software architecture</td>
</tr>
<tr>
<td>Lerner and Tirole (2002)</td>
<td></td>
<td>• Relationship between an open source software architecture and free riding</td>
</tr>
<tr>
<td>Osterloh et al. (2004)</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Stenborg (2004)</td>
<td></td>
<td></td>
</tr>
<tr>
<td>von Hippel and</td>
<td></td>
<td>Shah</td>
</tr>
<tr>
<td>von Krogh (2003)</td>
<td></td>
<td>• Relationship between governance and innovation in open source software projects</td>
</tr>
<tr>
<td>Zeitzyn (2003)</td>
<td></td>
<td>• Characteristics of “gated” versus “nongated” communities</td>
</tr>
<tr>
<td></td>
<td></td>
<td>• Types of tasks attended to by developers in the two communities</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Grewal et al.</td>
</tr>
<tr>
<td></td>
<td></td>
<td>• Characteristics of networks between project leaders and projects</td>
</tr>
<tr>
<td></td>
<td></td>
<td>• Impact of “network embeddedness” of projects and project leaders, on technical and commercial success of open source software projects</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Kuk</td>
</tr>
<tr>
<td></td>
<td></td>
<td>• The characteristics of knowledge sharing in open source software development</td>
</tr>
<tr>
<td></td>
<td></td>
<td>• Adverse impact of extreme concentration of development on knowledge sharing</td>
</tr>
<tr>
<td></td>
<td></td>
<td>MacCormack et al.</td>
</tr>
<tr>
<td></td>
<td></td>
<td>• Relationship between project organization and product design in open source software development</td>
</tr>
<tr>
<td></td>
<td></td>
<td>• Application of Design Structure Matrices</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Competitive dynamics</td>
<td>• Impact of open source software on competition in the software industry</td>
<td>Casadesus-Masanell and Ghemawat</td>
</tr>
<tr>
<td>Bonaccorsi and Rossi (2003)</td>
<td>• Hybrid strategies for melding commercial and open source platforms</td>
<td>• Mixed duopolies in which competing firms and others have heterogeneous objective functions</td>
</tr>
<tr>
<td>Cusumano and Gaver (2002)</td>
<td>• Firms’ resource allocation to open source software projects</td>
<td>• Interaction between a profit-maximizing firm and a competitor that prizes at zero</td>
</tr>
<tr>
<td>Dahlander and Magnussson</td>
<td>• Relationship between firms and open source software projects</td>
<td>• The profit-maximizing firm’s ability to persist in face of competition from an open source alternative</td>
</tr>
<tr>
<td>(2005)</td>
<td>• Free revealing amongst competitors of improvements to common software platforms</td>
<td>Economides and Katsamakas</td>
</tr>
<tr>
<td>Garud et al. (2002)</td>
<td></td>
<td>• The impact of commercial and open source platforms on the evolution of the software industry</td>
</tr>
<tr>
<td>Grand et al. (2004)</td>
<td></td>
<td>• Firms’ optimal two-sided pricing strategies</td>
</tr>
<tr>
<td>Mustonen (2003)</td>
<td></td>
<td>• Empirical data on firms’ entry strategies based on hybrid offerings of proprietary and open source software</td>
</tr>
<tr>
<td>Mustonen (2005)</td>
<td></td>
<td>• Factors influencing the degree of firms’ openness towards open source software</td>
</tr>
<tr>
<td>West (2003)</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
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2.1. Research on Motivations of Project Contributors
Motivations for contributions to open source software projects constitute a core issue in research on the open source software. Early empirical work on this topic documented a range of motives for participation among project contributors, such as fun, enjoyment, reputation building, learning, and the private use value of the software being developed (Lakhani et al. 2002, Hars and Ou 2002, Ghosh et al. 2002). Theory followed, with Lerner and Tirole (2002) proposing that those who contributed code gained private benefit by signaling to prospective employers about their programming skills and thereby getting better jobs or salaries. von Hippel and von Krogh (2003) then made a more general argument about private benefits that could accrue from engaging in the creation of public goods in the form of a “private-collective” model of innovation incentives. Three articles in this special issue move this line of research forward by exploring how motives produce a mix of outcomes, and how various motives interact to produce contributions to open source software projects. In particular, the articles provide new insights on how firm participation, community participation, and technical design relate to the contributors’ motivations.

First, as firms have become increasingly important participants in open source projects, a new mix of incentives includes private returns obtained from participation in the open source project and related impacts on employees’ firm-based careers paths (e.g., Hann et al. 2006; see also Stenborg 2004). The article by Roberts, Hann, and Slaughter (this issue) titled “Understanding the Motivations, Participation, and Performance of Open Source Software Developers: Longitudinal Study of the Apache Projects,” explores this matter. Developers’ motivations can be intrinsic, satisfying basic human needs for competence, control, and autonomy, or they can be extrinsic, mostly applied by a third party. The authors develop and test a model that relate motivations, participation, and performance of open source software developers. Their data is collected from longitudinal research on software developers in the Apache projects. They find that developers’ motives are related in complex ways. For example, many developers are paid to contribute to the Apache projects. These developers are motivated more strongly by status in the project than by the pure use value of the software. In contrast to predictions (e.g., Deci et al. 1999), extrinsic motivations did not displace intrinsic motivations of developers, which was further enhanced by status motivation.

In the Apache project, paid participation and status motivation predict above-average developer participation, and interestingly, the use-value motivations predict below-average contribution levels. Finally, the developers’ contribution levels positively impact on their performance rankings in the projects to which they contribute.

Second, a conjecture in the literature is that community participation, social motives, and norms relate to individual levels of contribution to open source software projects (e.g., Bergquist and Ljungberg 2001, Zeitlyn 2003, Osterloh et al. 2004). In short, an individual’s rewards are in part tied to her participation in the community surrounding the project. Rewards from this participation complement the rewards from the public good innovation, and jointly they outweigh the potential rewards incurred from straightforward free-riding on the public good others produce (von Hippel and von Krogh 2003). Following up this conjecture with empirical research, Hertel et al. (2003) found that the nature of participation matters for individuals’ motivation. The authors tested two extant models in the social psychology and sociology literatures. The first model explained the incentives for people to participate in social movements. The second model dealt with motivational processes in small work teams where members work in different places and coordinate their work mainly via electronic media. There was a good fit between both models and the data derived from a survey of 141 contributors to the Linux kernel. In this project, contributors identify with the Linux developer community and are motivated by “pragmatic” wishes to improve their own software but also by group-related factors such as their perceived indispensability for the team with which they are working.

Contributing to this emerging body of work, the article by Bagozzi and Dholakia in this special issue, titled “Open Source Software User Communities: A Study of Participation in Linux User Groups,” looks closer at the influence of community on why open source software users participate and remain engaged in user groups. This matter is seen in especially sharp relief when the tasks being performed do not offer great private rewards at face value. For example, one might expect the private reward of learning to be higher for group participants writing code for an open source project relative to the rewards for those contributing field support (Lakhani and von Hippel 2003). Bagozzi and Dholakia frame participation in Linux User Groups (LUG) in terms of group-referent intentional actions, and examine cognitive, affective, and social determinants of participation. Surveying 402 active LUG members representing several user groups in several countries, they find that a combination of social and psychological variables explain LUG member participation. “We-intentions” predict the users’ joint LUG participation where each person performs individual actions that contribute to group actions. LUGs are influential and
cohesive communities of Linux users, and LUG members become more engaged in these with increasing experience.

Third, there is a very important and interesting notion emerging in the literature, that the technical design of the open source software relate to the incentives to contribute to the project creating the software. Franke and von Hippel (2003), in their study of the Apache security software project, found that developers who were capable of changing the technical characteristics of the software were significantly more satisfied than noninnovating software users. Dalle and David (2003) theorize that working on visible and technically advanced modules in a software architecture will be more rewarding for contributors than working on obscure and technically trivial modules. The article in this special issue that contributes to this body of work is titled “The Architecture of Participation: Does Code Architecture Mitigate Free Riding in the Open Source Development Model?” The authors, Baldwin and Clark, use game theory to draw a link between the design of the software and incentives. They define open source software architectures as modular when the software is organized into distinct components. These components have “option value” when developers have the right but not the obligation to choose among modules that are offered. Baldwin and Clark explore developers’ incentives to join and contribute to (or free-ride upon) an open source software project having a modular architecture, and find there is an incentive to contribute.

2.2. Research on Governance, Organization, and the Process of Innovation

In the following we review some existing research on governance, organization, and innovation processes in open source software projects, and then introduce the articles in the special issue that offer new results in this area of research. First, researchers have demonstrated a growing interest in the challenge of governing open source software projects. Open source software projects are based on contributions by many and sometimes thousands of volunteer developers, and “project owners” or “maintainers” (Raymond 1999) must resort to other governance mechanisms than those available to firms that pay developers to work. Franck and Jungwirth (2002) proposed to distinguish these volunteers in two groups, people who expect to receive rewards from contributing to open source software (investors), and people who do not (donators). They argued that open source software projects have succeeded at creating a new governance structure that reconciles the interests of people in both groups. Moreover, project governance is also challenged with self-interested contributors sometimes “forking” the project by developing their own versions of the software (e.g., Raymond 1999). In contrast, firms can closely monitor what their developers do and use career and monetary incentives to keep their work on track (e.g., Sawyer and Guinan 1998). Kogut and Metiu (2001) suggested there is a distinct governance structure in open source software projects that organizes work around an emergent product design and, at the same time, prevents the software project from forking into many fragmented versions of the code base. A related challenge of governance is to keep the software a public good. In her empirical study of six open source software projects including the Apache Web server and the Linux kernel, O’Mahony (2003) identified how communities governed their work product and used social norms, foundations, brands, and other mechanisms to ensure the open source software remained in the commons.

Second, beyond examining forms of governance, an emerging body of research have provided detailed accounts of open source software project organizations (e.g., Gallivan 2001, Dempsey et al. 2002, Scacchi 2002, West and O’Mahony 2005). A striking feature in the organization of open source software projects is the pronounced difference in roles taken by contributors. Koch and Schneider (2002), in their pioneering study of the GNOME project, showed highly concentrated developer activity, with a mean value of 1.8 contributors per file. In an early study, Nonneke and Preece (2000) showed that open source software organizations do not only consist of a few developers listed on a project’s website and a larger group of participants in discussion forums, but also of “lurkers” who are passive and peripheral listeners and observers of project activity. Understanding these roles is critical in order to grasp the complexities and intricacies of innovation in open source software.

Third, as mentioned in the introduction to this article, innovation processes in open source software significantly deviate from predictions made by existing innovation theory (e.g., Lee and Cole 2003, Lin 2003, Lanza and Morner 2003, von Hippel 2005, von Krogh et al. 2005). This fact spurred a great interest among scholars in the detailed, inner-workings of innovation processes. Authors including Feller and Fitzgerald (2000) and Scacchi (2002) provided conceptual frameworks for understanding the unique character of, and the requirements for, innovation processes in open source software. Mockus et al. (2002) and Monteiro et al. (2004) provided rich case studies of the development and maintenance process in Mozilla and Apache, and the open source distribution Gentoo Linux, respectively. In their study of the FreeBSD and GNU GCC projects, Yamauchi et al. (2000) showed how very lean coordination tools, such as mailing lists and CVS, enabled highly effective
development and maintenance of open source software. von Krogh et al. (2003), in their research on the Freenet project, found that the evolutionary design of the open source software hinged on the process by which developers joined the open source software project. Someone who wanted to become a developer in the project had to follow a social “joining script” by making considerable contributions in terms of technical advice and high-quality software files.

In this special issue, four articles advance the research on governance, organization, and innovation process in open source software projects. In her article titled “Motivation, Governance, and the Viability of Hybrid Forms in Open Source Software Development,” Shah compares the patterns and reasons for initial and continued developer participation in “nongated” versus “gated” open source software projects. (A gated project is one in which a sponsoring firm retains some control over, and obtains profits from, the commercialization of code developed by project contributors.) Shah finds that users’ urgent needs for software are the typical cause for code contributors’ initial participation in both types of projects. Most users, once their needs are satisfied, tend to leave the communities. However, in the case of nongated projects, a small subset of participants remain engaged with the project and undertake various necessary administrative tasks within it. In contrast, in the case of gated projects, code contributors tend to not take on project support roles, instead leaving those tasks—and costs—to the firm sponsoring and profiting from the project. Shah’s work makes a significant contribution to this research area by showing how project governance relate to the process of innovation in open source software projects.

Grewal, Lilien, and Mallapragada authored the article, “Location, Location, Location: How Network Embeddedness Affects Project Success in Open Source Systems.” They investigate how the “network embeddedness” of projects and project leaders influences a project’s success, where the project success measures are both technical (CVS commits) and commercial (in terms of number of downloads) (see Crowston et al. 2004). Grewal et al. collected data from SourceForge.net, where they start with 10 Perl foundry projects to develop a data set of 108 projects and 490 developers working on these projects. For these projects, the impact of network embeddedness is stronger for technical success than commercial success. The authors suggest that technically successful projects do better at attracting talented developers. However, the attration of technical talent might be less apparent to users who in turn drive commercial success. Another important finding is that projects with more developers are more technically successful in the later stages of the project’s development. The work by Grewal et al. demonstrates that the networks between projects and project leaders are key in the organization of open source software development.

Kuk authored the article, “Strategic Interaction and Knowledge Sharing in the KDE Developer Mailing List.” He explores the extent to which open source organizations are fully participative “baazars” or rather small, selective groups of people that carry out most of the work. Using an innovative research design, the author gathers data from 128 discussions threads on the KDE mailing list (KDE is a desktop environment included in most Linux distributions). Echoing an idea in the previous work on the governance and organization of open source software projects (e.g., Koch and Schneider 2002), Kuk demonstrates that participants interact strategically in order to expand knowledge sharing, but that extreme concentration of development could reduce knowledge sharing.

MacCormack, Rusnak, and Baldwin improve our understanding of open source software project organization and innovation processes significantly in their article titled “Exploring the Structure of Complex Software Designs: An Empirical Study of Open Source and Proprietary Code.” An important conclusion from their work is that different modes of organizing development relate to different product designs. The authors use Design Structure Matrices to map dependencies between the elements of a design, and to compare the structure of different designs. They compare the design structure of Linux with the first version of Mozilla (the product of proprietary development at Netscape). They find that Linux had greater modularity and that, later, when Mozilla was released as an open source project it was made more modular by reducing the number of dependencies in the design. The article teaches that analyses of code structures via Design Structure Matrices enable targeted action to reduce unwanted dependencies and increase modularity.

2.3. Research on Competitive Dynamics: The Impact of Free

The public good nature of open source software raises a number of issues for competitive strategy. Among these is the critical question: How do firms seeking to sell products compete with free? A number of past contributions have investigated this issue. Bonaccorsi and Rossi (2003) studied how new technologies such as open source software can compete in an environment dominated by commercial technological standards. Based on a simulation, they concluded that under many plausible conditions, open source software and commercial software are likely to coexist, even in the limit. Mustonen (2003) simultaneously modelled the impact of open source (copy-}
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licensing on both the developer environment and the market for software. He showed that although both commercial and open source software can coexist, the (monopolist) commercial software firm must take into account both the scarcity in labour due to open source alternatives and, when pricing its products, the cost for the consumer of implementing the “free” open source alternative.

While direct competition might be widespread in the software industry, some manufacturers also choose to circumvent rivalry with the open source software movement, and cooperate with it (e.g., Mustonen 2005). West (2003) showed significant differences among manufacturer’s resource commitments to open source software and their hybrid strategies of melding proprietary and open source platforms. He also proposed a set of conditions where manufacturers may prefer a mix of strategies to the pure-open or pure-closed alternatives. Garud et al. (2002) studied the strategic implications resulting from firms’ sponsorship of “open” and “closed” technological platforms, in particular the case of Sun Microsystems’s Java software. Following on this work, Grand et al. (2004) studied software firms that used open source software in delivering customized products. They developed a framework of increasing resource allocation to open source software development and showed that, paradoxically, increased “public” investment can lead to great “private” benefits for the open source–oriented firms. Dahlander and Magnusson (2005) worked out a description of the relationships such firms may develop with the open source software communities. Finally, Henkel (2003) studied the role of open source software in the interaction between competitors that had built improvements and extensions to a type of software known as embedded Linux. (Such software is “embedded in” and used to operate equipment ranging from cameras to chemical plants.) These firms freely revealed improvements to the common software platform that they shared and, after a delay, also revealed much of the equipment-specific code they had written. Even under adverse competitive conditions, there may be practical reasons for innovators to freely reveal information.

Three articles in this special issue contribute further to our understanding of competitive dynamics. The article by Casadesus-Masanell and Ghemawat titled “Dynamic Mixed Duopoly: A Model Motivated by Linux vs. Windows” considers mixed duopolies in which competing firms and others have heterogeneous objective functions (e.g., Merrill and Schneider 1966). The authors analyze the interaction between two competitors; one that prices at zero (or marginal cost) and the other attempting to maximize profits, taking into consideration the dynamics of demand-side learning that enhances the benefits to users, and the proprietary competitor’s (Windows) initial market power. The authors demonstrate that due to its capacity to make strategic choices, the profit-maximizing firm will likely persist in the face of competition from an open source alternative. The authors also provide a summary of new data on both governments’ promotion and adoption of open source software.

Technology platforms mediate competition in many industries, including computer software (Cusumano and Gawer 2002, West 2003). Economides and Katzamakas’s article titled “Two-Sided Competition of Proprietary vs. Open Source Technology Platforms and the Implications for the Software Industry” investigates how commercial platforms (built by firms) and open source platforms impact the evolution of industries. A firm’s optimal two-sided pricing strategy is considered; prices offered to direct users of the platform and to firms developing application technologies based on the platform. When the platform is proprietary, equilibrium prices for the platform, the applications, and the fee for the applications’ access to the platform may be below marginal cost. In contrast, when proprietary applications are based on an open source platform, the applications sector of the industry may be more profitable than the total profits of a proprietary platform industry. Another finding is that when a system based on the open source platform with an independent proprietary application competes with a proprietary vertically integrated or disintegrated system, both these proprietary systems may dominate the open source platform in terms of market share and profitability, with the vertically integrated system being dominant.

Bonaccorsi, Giannangeli, and Rossi’s empirical research article, “Entry Strategies Under Competing Standards: Hybrid Business Models in the Open Source Software Industry,” is a complement to the two articles just discussed and contributes to the work on collaboration between firms and the open source software movement. The authors collect and analyze survey data on 146 Italian software firms. They find that the majority of firms entering the open source software industry adapted to that environment, dominated by incumbent standards, via hybrid offerings of proprietary and open source software. The authors examine the nature of these hybrid business models, and the factors that influence the degree of openness of firms toward open source software.

3. Conclusion and Acknowledgments

In conclusion, we return to the theme of the general utility of the research into open source software and
open source software projects. Open source software contributors have pioneered new ideas and practices with respect to licensing of intellectual property and the organization of innovative effort. There is no reason to believe that these practices cannot spread to other areas of economic and social activity. The open source software example has opened the eyes of many researchers and practitioners to new possibilities in the fields of their interest. In this article, we reviewed some existing contributions to open source software research and introduced the articles of this special issue along three areas: motivations of contributors, governance, organization, and innovation process, as well as competitive dynamics. We as editors are proud to have participated in publishing some of the wonderful research studies related to open source software completed to date, and we look forward to the many more to come!
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